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Abstract
This research paper presents a comprehensive analysis of the performance enhancement achieved in GraphQL applica-
tion programming interfaces (APIs) when using meticulous object deduplication implementation. By integrating
advanced techniques into the GraphQL response mechanism, the data size exchanged between servers and clients can be
significantly reduced. Rigorous testing against untreated and HTTP-compressed data validates the obtained results, high-
lighting the presence of substantial improvements across various performance metrics. The applied object deduplication
method demonstrates gains in throughput, with a 0.33% increase observed in a 100-page test. Notably, response time
analysis reveals enhancements of 11.04% (10 pages), 62.53% (20 pages), and an impressive 95.22% (100 pages). Mean-
while, parsing time evaluation showcases remarkable increases of 75.78% (10 pages), 276.38% (50 pages), and an even
more exceptional 309.35% (100 pages). Comparative analysis against HTTP compression further validates the superior-
ity of object deduplication in parsing time efficiency, demonstrating gains of 64.61% (10 pages), 193.76% (50 pages),
and 218.07% (100 pages). While the throughput performance remains comparable, slight differences can be observed in
response time, with a 0.66% increase (10 pages), a minor decrease of 0.12 (50 pages), and a modest decline of 1.45%
(100 pages). This study fills in existing research gaps and provides empirical evidence of the benefits of object dedupli-
cation in enhancing GraphQL API performance, thus enabling the effective optimization of GraphQL APIs.
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I. INTRODUCTION

GraphQL has rapidly emerged as a prominent query
language and runtime for application programming interfaces
(APIs) [1, 2], thus revolutionizing how data is requested
and delivered in modern web and mobile applications [3].
Its flexible and intuitive nature allows clients to define
precisely the data they require, making it an attractive
choice for developers seeking efficient data retrieval [4].
However, as GraphQL APIs handle increasingly complex
data and face more extensive client requests [5, 6], it has
become paramount to ensure optimal performance.

Data duplication poses a common challenge when
attempting to retrieve and filter data using specific categories
from data sources, such as when searching and filtering
products using specific store categories on an e-commerce
website [7]. The presence of duplicate data increases the
overall data size transmitted over the network, and the
data transmission times that are consequently increased
impact application performance [8]. Web APIs must exhibit
good response times to ensure timely data presentation on
the client side [9]. According to Everts [10], websites
experiencing performance degradation (i.e., response times
exceeding 4.4 seconds) incur an average hourly revenue
loss of $4,100. Moreover, a case study on Akamai Company
revealed that poorly performing websites experienced a
permanent abandonment rate of 28% [10].

One of the advantages of GraphQL is its ability to define
the requested data, thereby replacing multiple API calls
in REST with a single GraphQL API call [11]. Due to the
absence of limitations on requested data size by GraphQL
clients, the flexibility that GraphQL offers to clients in
defining requested data also opens up possibilities of data
size inflation [12] and repetition of the same data [13],
which lead to data redundancies.

In research by Sakamoto et al. [14], HTTP compression
was shown to reduce network traffic size by more than
50%. HTTP compression effectively reduces the data size
transmitted over the network, thereby expediting the
transmission process. However, this method does not
address the parsing of raw data into objects on the client
side. According to a study by Li et al. [15], over 80% of
the time required to query JSON data is dominated by the
parsing process. The time-consuming nature of data
parsing shows the need to develop efficient techniques to
reduce parsing time.

According to Xia et al. [16], object deduplication offers
advantages over traditional compression by eliminating
redundant data at the chunk or file level, thus eliminating
the need for byte-by-byte data comparison, and making the
process more computationally efficient. Object deduplication
can also be leveraged to reduce the data size to be parsed
on the client side, as it manipulates data at the object level
after parsing the raw data [17]. Therefore, the current
research applies object deduplication to the GraphQL
response to enhance the performance of the GraphQL

API.
This study aims to comprehensively investigate the

impact of advanced object deduplication techniques on
the performance of GraphQL APIs. Object deduplication
involves identifying and removing redundant data within
the API response, resulting in a streamlined data transmission
process between the server and client. Object deduplication
optimizes both data transmission and parsing efficiency
by minimizing data duplication, improving response times,
and enhancing overall throughput.

To gauge the effectiveness of object deduplication,
rigorous testing is conducted, and the results are compared
against untreated data and data compressed using HTTP
compression, which is a widely employed optimization
method. The performance metrics analyzed are throughput,
response time, and parsing time. This study aims to obtain
invaluable insights into the benefits and implications of
integrating object deduplication methods into GraphQL
APIs through meticulous benchmarking and empirical
analysis.

The findings of this research show that the implementation
of object deduplication leads to noteworthy performance
enhancements. The devised methodology demonstrates
notable improvements in throughput, reduced response
times, and enhanced parsing efficiency across various test
scenarios. Further, a comparative analysis with HTTP
compression underscores the advantages of object dedupli-
cation in optimizing parsing time, thus solidifying its
standing as a promising performance optimization technique
for GraphQL APIs.

This study significantly contributes to the burgeoning
field of GraphQL API performance optimization by
addressing prevalent research gaps and substantiating its
conclusions with empirical evidence. The acquired insights
are expected to serve as a guiding resource for developers
and system architects, thus empowering them to make
informed decisions regarding object deduplication techniques
to augment the efficiency and responsiveness of their
GraphQL APIs. Ultimately, the outcomes of this study hold
immense potential to elevate the overall user experience
and scalability of GraphQL-based applications, ultimately
ensuring their continued prominence in the rapidly
evolving landscape of web and mobile technologies.

II. METHODS

This section presents a comprehensive and systematic
approach that can be used to assess the performance
optimization of GraphQL APIs by implementing advanced
object deduplication techniques. Object deduplication is
a promising method for enhancing the efficiency and
responsiveness of GraphQL APIs by eliminating redundant
data within the API response, thus reducing the data size
transmitted between the server and client [18]. The
research architecture consists of two main components:
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the GraphQL Client and the GraphQL Proxy. The GraphQL
Client is responsible for conducting performance evaluations
and measurements, while the GraphQL Proxy is the server
application, handling client requests and implementing
object deduplication and data compression as required.
This architecture provides a robust framework that allows
for the evaluation of the effectiveness of object dedupli-
cation in GraphQL APIs.

The current study is primarily focused on the imple-
mentation of object deduplication techniques within the
GraphQL response. After retrieving the data from the
source, the raw data is parsed into objects, and deduplication
is applied to remove duplicate objects before the response
is transmitted to the client. By manipulating the data at
the object level, this research aims to efficiently eliminate
duplicate data, thus reducing response size and improving
overall API performance.

To comprehensively evaluate the impact of object
deduplication, this study compares three distinct architectural
models: Architecture 1 (no treatment), Architecture 2 (HTTP
compression), and Architecture 3 (object deduplication).
Key performance metrics [19], such as throughput, response
time, and parsing time, are analyzed through rigorous testing.
This comparison between these different architectural
models provides valuable insights into the benefits and
implications of implementing object deduplication tech-
niques in GraphQL APIs.

In the subsequent sections, this study presents detailed
performance evaluations and statistical analysis to sub-
stantiate the effectiveness of object deduplication. Through
robust statistical methods and careful interpretation of the
results, this Methods section contributes to the validity
and reliability of the research findings, with the goal of
facilitating informed decision-making among developers
and system architects in terms of the optimization of
GraphQL API performance. This Methods section establishes
a solid foundation for assessing the impact of object
deduplication on GraphQL APIs, thus leading to valuable
conclusions about and potential directions for advancement
in GraphQL API optimization.

A. Data Collection

To ensure the validity and comprehensiveness of this
study, a systematic and meticulous data collection process
is used to gather relevant and diverse GraphQL API
responses. The data collection methodology is designed to
encompass various aspects of data retrieval and scenarios
that are commonly encountered in real-world GraphQL
API implementations [20]. The following steps outline
the data collection process [21]:

1) Identification of relevant API endpoints: The first
step involves carefully identifying and selecting
API endpoints that represent typical data retrieval
operations performed by GraphQL APIs. The endpoints

are chosen to cover various data types, queries, and
use cases, and they ultimately provide a representative
sample of the API’s functionality and performance
characteristics.

2) API request and response capture: Using appropriate
tools and techniques, API requests are sent to the
identified endpoints, and the corresponding responses
are captured. The data collection system records the
raw HTTP responses, including headers and
payloads, to ensure the existence of a sufficiently
comprehensive dataset for analysis.

3) Data diversity and sample size considerations: To
ensure data diversity, the data collection process
considers different GraphQL queries, including
queries with various complexities, nested fields, and
other data sizes. This approach is intended to
include responses that span a broad spectrum of
complexities and user scenarios, thus allowing for a
thorough evaluation of the object deduplication
methods’ performance. The sample size is also
carefully determined to provide adequate statistical
significance and minimize potential bias in the
analysis. A sufficiently large dataset is collected to
derive meaningful insights and robust conclusions
from the evaluation.

4) Data preprocessing and cleaning: The collected data
undergoes preprocessing and cleaning to ensure
data consistency and eliminate noise or irrelevant
information. Data preprocessing includes removing
duplicate entries, handling missing values, and
transforming data into a standardized format. This
step is a crucial aspect in preparing the data for
further analysis and facilitating accurate performance
evaluation.

5) Data validation and quality assurance: To maintain
the integrity and quality of the dataset, a comprehensive
validation process is conducted. In particular, the
data is cross-validated against GraphQL API responses
to ensure accuracy and consistency. Any inconsistencies
or discrepancies are carefully addressed and rectified
to ensure the reliability of the data for subsequent
analysis.

6) Ethical Considerations: During the data collection
process, ethical considerations and data privacy
protocols are strictly adhered to. In this process, our
research team has ensured that user privacy is
respected and that all collected data is anonymized
to protect user identities and sensitive information.
The data is used solely for research purposes and
handled in compliance with applicable data protection
regulations.

By employing a rigorous and systematic data collection
methodology, this research aims to build a high-quality
dataset that reflects real-world scenarios and accurately
represents the performance characteristics of GraphQL
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APIs. The resulting dataset provides a solid foundation
for evaluating the effectiveness of object deduplication
methods in optimizing GraphQL API performance, and it
is expected to help obtain valuable insights into enhancing
the efficiency and responsiveness of GraphQL-based
applications.

B. Architecture Design

The design of the architecture plays a crucial role in
the implementation of the object deduplication techniques
and the optimization of the performance of GraphQL
APIs.

This process involves carefully arranging components
and integrating object deduplication methods into the
existing GraphQL infrastructure. The architecture design
for this study (Fig. 1) comprises two main details: the
GraphQL Client and the GraphQL Proxy.

GraphQL Client: The GraphQL Client serves as the
application that is responsible for conducting tests and
measurements on the variables being examined [22]. It is
designed to send GraphQL queries and requests to the
GraphQL Proxy, thus simulating real-world scenarios and
interactions between clients and the GraphQL API [23].
The GraphQL Client can take various forms, including
mobile applications, web applications, or desktop appli-
cations, thus offering versatility in performance evaluations
across different platforms.

GraphQL Proxy: The GraphQL Proxy is the server
application, and it mediates between the GraphQL Client

and the actual Github GraphQL API [24]. It acts as an
intermediary that receives requests from the client, processes
them, and forwards them to the GitHub GraphQL API.
The primary objectives of the GraphQL Proxy are to
implement object deduplication techniques and data
compression before transmitting the data to the client. 

Object deduplication implementation: The imple-
mentation of object deduplication occurs within the
GraphQL Proxy. Before the API response is sent to the
client, the GraphQL Proxy systematically identifies and
eliminates redundant data objects [25]. Object deduplication
significantly reduces the data size transmitted over the
network, thus improving data transmission efficiency and
response times.

Data deduplication: Data deduplication is a crucial
technique in modern data management systems that aim to
improve storage efficiency and optimize data transmission
over networks. It involves identifying and eliminating
duplicate data, reducing redundancy, and optimizing data
storage capacity [26]. Through the removal of duplicate
data, data deduplication saves storage space and minimizes
data transfer times, thereby improving performance and
reducing network bandwidth consumption. The present
research explicitly applies data deduplication to the
GraphQL API response with a focus on optimizing the
data transmitted from the server to the client. The
deduplication process is carried out at the object level
after parsing the raw data, which allows for efficient
manipulation of data objects and minimizes the data size
processed on the client side. The data deduplication
process [27] can be broadly outlined as follows:

● Chunking: The data is divided into smaller chunks or
segments. Each chunk typically contains a portion of
the overall data.

● Fingerprinting: Each chunk is transformed into a
unique fingerprint or hash value based on its content.
This fingerprinting process helps efficiently identify
chunks that are identical or similar to each other.

● Indexing: The generated fingerprints are used to
create an index or lookup table that facilitates the
identification and grouping of duplicate chunks. This
index allows for efficient detection of duplicate data
across the entire dataset.

● Compression (optional): While compression is not an
inherent part of the data deduplication process, it is
sometimes used to further reduce the data size.
Compression algorithms can eliminate additional
redundancies and compact the data, thereby leading
to even more efficient data transmission.

The effectiveness of data deduplication in reducing
data size depends on the level of data duplication present
in the dataset. As shown in the research findings obtained
by Xia et al. [16], data duplication levels vary across

Fig. 1. Proposed system architecture and comparison among
no-treatment, HTTP compression, and object deduplication.
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different workloads and environments (Fig. 2). For instance,
file-level deduplication on Microsoft’s internal users was
shown to achieve a reduction ratio of about 21%, meaning
that duplicate data accounted for only 21% of the original
data size. By contrast, chunk-level deduplication across
users at an 8-kB chunk size achieved a significantly
higher reduction ratio of about 68%.

The benefits of data deduplication extend beyond
storage optimization. By reducing the amount of data
transmitted over the network, data deduplication can lead to
faster retrieval and improved response times for GraphQL
API requests. Furthermore, data deduplication has a
crucial impact on parsing time, as it directly influences the
time required to process data on the client side. GraphQL
APIs can enhance performance by implementing data
deduplication techniques and providing a more responsive
and efficient user experience. The present research will
comprehensively evaluate the effectiveness of data
deduplication in enhancing the performance of GraphQL
APIs through a series of experiments and analyses. The
findings of this evaluation are expected to provide
valuable insights into the benefits of applying object
deduplication techniques to GraphQL API responses and
their implications for overall performance optimization.

Data compression: The GraphQL Proxy is also equipped
with data compression capabilities. Once the data is
successfully retrieved from the GitHub GraphQL API, it
is compressed using HTTP compression techniques. Data
compression further optimizes data transmission, thus
reducing network traffic and expediting data delivery to
the client [28].

Architecture models: This research considers three
distinct architectural models (Fig. 1) for evaluation:

● Architecture 1 (no treatment): This baseline architecture
represents the control scenario where the data undergoes
no treatment, i.e., neither object deduplication nor
HTTP compression. It serves as the reference point
for comparison against the other architectures while
providing insights into the raw GraphQL API
performance without the use of any optimization
techniques. 

● Architecture 2 (HTTP compression): In this model,
HTTP compression is applied to the data. After
successfully fetching data from the GitHub GraphQL

API, the GraphQL Proxy compresses the data before
sending it to the client over the network. This
architecture serves as a benchmark for comparing the
performance of object deduplication against a widely
used compression technique.

● Architecture 3 (object deduplication): In this architecture,
object deduplication is implemented on the data to be
studied. The GraphQL Proxy identifies and eliminates
redundant data objects before transmitting the data to
the client over the network. This architecture focuses
on assessing the performance improvements achieved
by the object deduplication techniques. The proposed
architecture design aims to comprehensively evaluate
object deduplication techniques and their impacts on
GraphQL API performance. By implementing object
deduplication within the GraphQL Proxy, this study
aims to optimize data transmission, reduce response
times, and enhance the overall efficiency of GraphQL-
based applications.

C. Performance Analysis

In this section, we present a detailed analysis of the
performance metrics used to evaluate the impact of object
deduplication on GraphQL API performance. The perfor-
mance analysis involves measuring key metrics [29, 30]
related to throughput, response time, and parsing time
under various test scenarios.

1) Throughput measurement: Throughput is a critical
performance metric that assesses the number of API
requests served per unit of time. It provides insights
into the system’s capability to handle concurrent
requests and its overall processing efficiency. To
measure throughput, load tests are conducted in
which the number of concurrent API requests is
gradually increased while monitoring the response
times and success rates. The throughput results are
recorded and compared across different scenarios,
including GraphQL APIs with and without object
deduplication.

2) Response time evaluation: Response time represents
the time taken by the GraphQL API to respond to a
client request, including the time spent on processing

Fig. 2. Data deduplication process.
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the request and generating the response. Performance
testing involves executing predefined queries with
varying complexities and sizes. The response times
are measured for each query type and analyzed under
different workloads and data loads. The response
time data is statistically analyzed to identify the
performance improvements achieved through object
deduplication.

3) Parsing time assessment: Parsing time refers to the
duration taken by the client-side to parse the received
GraphQL response and convert it into usable objects.
Parsing performance is evaluated by executing
queries that return a substantial amount of data and
measuring the time taken to process and parse the
response. The obtained parsing times are compared
between GraphQL APIs with and without object
deduplication to gauge the impact that the deduplication
technique has on parsing efficiency.

D. Performance Evaluation

The performance evaluation aims to assess the impact
of the object deduplication method on the performance of
the GraphQL API. To provide a comprehensive analysis,
the following performance metrics are meticulously
measured for each test scenario:

1) Throughput: Throughput is a fundamental performance
metric that quantifies the number of successful
requests completed by the GraphQL API within a
specified time frame. It reflects the system’s
processing capacity and its ability to handle a high
volume of incoming requests. Throughput is
measured in requests per unit of time and typically
represented in the form of requests per second
(RPS). For each architecture model (untreated data,
HTTP compression, and object deduplication), the
throughput is calculated by tracking the number of
successfully processed API requests over a fixed
time duration. A higher throughput indicates that the
GraphQL API has an enhanced capability to efficiently
handle a greater number of client requests.

2) Response time: Response time measures the duration
taken by the GraphQL API to process a client request
and deliver the corresponding response back to the
client. It is a critical metric that reflects the system’s
responsiveness and directly impacts user experience.
Response time is typically expressed in milliseconds
(ms). To evaluate the response time, the GraphQL
Client sends multiple requests representing different
test scenarios to the GraphQL API. The response
time is recorded as the time taken from when each
request is sent until the complete response is
received. By analyzing the response times for each
test scenario and architecture model, we can gauge
the impact of object deduplication on improving

response time.
3) Parsing time: Parsing time refers to the time required

to parse the raw API response data into structured
objects on the client-side. As GraphQL API responses
are often in JSON format, parsing data can be a
time-consuming process, particularly for large and
complex responses. To measure parsing time, the
client-side application records the time taken to
convert the received JSON data into objects, thus
preparing it for further processing and rendering. By
comparing the parsing times across different
architecture models, including Untreated Data, HTTP
Compression, and Object Deduplication, the influence
that object deduplication has on parsing efficiency
can be determined.

III. RESULTS AND DISCUSSION

The performance evaluation aimed to compare the
effectiveness of three different architectures: Architecture 1
(no treatment), Architecture 2 (HTTP compression), and
Architecture 3 (object deduplication), in terms of their
abilities to improve GraphQL API performance. The
evaluation encompassed throughput, response size, response
time, and parsing time comparisons. Testing was conducted
while varying the page sizes among 10, 50, and 100 pages
and using a GraphQL client to send multiple requests to
the GraphQL server during a 5-minute testing period.
The performance evaluation results are presented in
Table 1, and the comparison of the response data from the
three architectures is illustrated in Fig. 3.

The response data reflects the impact of three distinct
architectural approaches—object deduplication, HTTP
compression, and no treatment—on response sizes across
varying page sizes. As can be seen in Fig. 3, object
deduplication leads to a notable reduction in response
sizes compared to no treatment, which is particularly
evident with smaller page sizes. For instance, at a page
size of 10, object deduplication results in a response size
of 1796 bytes whereas no treatment yields a considerably
larger response size of 8,978. This trend persists as the
page size increases, with object deduplication consistently
outperforming no treatment. Interestingly, HTTP compression
also significantly reduces response sizes, albeit not quite
to the extent of the reductions achieved by object
deduplication. For example, at a page size of 10, HTTP
compression results in a response size of 952 bytes. The
effectiveness of both object deduplication and HTTP
compression is particularly pronounced at smaller page
sizes, thus suggesting their potential utility in optimizing
data transfer efficiency. The results underscore the
efficiency gains achieved by employing data optimization
techniques. Object deduplication and HTTP compression
promise to reduce response sizes and enhance overall
system performance.
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A. Throughput Testing Results

Throughput testing measures the number of successful

requests the server completes per unit of time. A higher
throughput indicates better performance, as it reflects that
the server successfully processed more client requests.
Based on the research results presented in Table 1, the
performance improvement or decline of Architecture 3
(object deduplication) was calculated and compared to
those of Architecture 1 (no treatment) and Architecture 2
(HTTP compression), with the results presented in
Table 2. The throughput testing results are visualized in
diagram form in Fig. 4, which displays a comparative
view of throughput performance among all architectures.

Throughput testing measured the number of successful
requests the server completed per unit of time, thus
reflecting the system’s processing capacity. The results
showed that all three architectures demonstrated similar
throughput performance during testing with 10 and 50
pages, achieving a throughput of 1 request per second for
each scenario. However, during testing with 100 pages,
Architecture 1 (no treatment) showed a slight decline in
throughput compared to Architecture 3 (object deduplication),
resulting in a throughput of approximately 0.997 RPS.

The slight decline in throughput for Architecture 1 (no
treatment) during testing with 100 pages can be attributed

Table 1. Comparative analysis of performance testing: throughput, response size, response time, and parsing time

Model
Page 

size

Average

Response size 

(byte)

Response time 

(ms)

Parsing time 

(ms)

Throughput 

(req/s)

Architecture 1 (no treatment) 10 8,978 450.39 0.17 1

50 43,335 720.88 0.71 1

100 64,566 866.70 1.04 0.9967

Architecture 2 (HTTP compression) 10 952 408.29 0.16 1

50 1,232 442.98 0.55 1

100 1,400 437.53 0.81 1

Architecture 3 (object deduplication) 10 1,796 405.63 0.09 1

50 5,031 443.53 0.18 1

100 7,110 443.96 0.25 1

Fig. 3. Comprehensive comparison of response data among
three architectures: Architecture 1 (no treatment), Architecture 2
(HTTP compression), and Architecture 3 (object deduplication).

Table 2. Throughput performance comparison

Model Comparison architecture model Page size
Throughput (%)

Increase Decrease

Architecture 3 (object deduplication) Architecture 1 (no treatment) 10 0 0

50 0 0

100 0.33 0

Architecture 3 (object deduplication) Architecture 2 (HTTP compression) 10 0 0

50 0 0

100 0 0
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to the increase in the size of the data that needed to be
sent by the server for 100 pages. This resulted in longer
processing times and reduced the number of successful
requests, ultimately affecting the throughput for Architecture
1. On the other hand, Architecture 3 (object deduplication)
showed no significant difference in throughput compared
to Architecture 2 (HTTP compression) in all three testing
scenarios. This similarity is attributed to the fact that the
data compression in Architecture 2 helped maintain a
similar data size to that of Architecture 3, thus ensuring
comparable performance. Based on the findings from Fig. 4,
the experimental results indicate that object deduplication
and HTTP compression exhibit similar outcomes. In the
graph displaying testing results, the data points for object
deduplication and HTTP compression, which are respectively
represented by red and blue lines, can be seen to overlap.

B. Response Time Testing Results

Response time testing measured the time taken for a
client request to be processed and the response to be
received from the server. A lower response time indicates
better performance, as it means that the client receives
the response faster. The results in Table 3 were used to
calculate the percentage increase or decrease in the
response time of Architecture 3 (object deduplication)
compared to those in Architecture 1 (no treatment) and
Architecture 2 (HTTP compression). The comparison results

are presented in Table 3, and a visual representation is
shown in Fig. 5.

The response time testing revealed that Architecture 1
(no treatment) exhibited the worst performance among all
three architectures for all three testing scenarios. This can
be attributed to the larger data size sent by the server to
the client in this architecture, thus resulting in a longer
time for the client to receive the response. On the other
hand, Architecture 2 (HTTP compression) showed a
comparable response time to Architecture 3 (object
deduplication) for testing with 10 and 50 pages, which
was again attributed to data compression reducing the
data size transmitted over the network in Architecture 2.
However, during testing with 100 HTTP compression
showed a slight increase in response time compared to
Architecture 3 (object deduplication).

C. Parsing Time Testing Results

Parsing time testing measured the time required to
parse the API response data into objects on the client
side. A lower parsing time indicates better performance,
as it means that the client can process the data more
efficiently. The results from Table 1 were used to calculate
the percentage increase or decrease in parsing time of
Architecture 3 (object deduplication), which were then
compared to those of Architecture 1 (no treatment) and
Architecture 2 (HTTP compression). The comparison

Fig. 4. Throughput testing results.

Table 3. Response time performance comparison

Model Comparison architecture model Page size
Response time (%)

Increase Decrease

Architecture 3 (object deduplication) Architecture 1 (no treatment) 10 11.04 0

50 62.53 0

100 95.22 0

Architecture 3 (object deduplication) Architecture 2 (HTTP compression) 10 0.66 0

50 0 0.12

100 0 1.45

Fig. 5. Response time testing results.
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results are presented in Table 4 and visualized in Fig. 6.

D. Discussion of Findings

The research outlined in this paper has involved
conducting a meticulous analysis of the performance
enhancements in GraphQL APIs achieved through the
strategic implementation of object deduplication. Object
deduplication, which is an essential technique integrated
into the GraphQL response mechanism, significantly reduces
the exchanged data size between servers and clients.
Rigorous testing against untreated and HTTP-compressed
data validates the efficacy of object deduplication, as it is
shown to achieve marked improvements across multiple
performance metrics. The application of the object
deduplication method leads to noteworthy gains in
throughput, with a 0.33% increase observed in a 100-
page test, thus highlighting its efficiency in processing
client requests and enhancing overall system throughput.

Further, the analysis of response time reveals substantial
enhancements of 11.04% (10 pages), 62.53% (50 pages),
and an impressive 95.22% (100 pages), thus signifying
the effectiveness of object deduplication in expediting the
processing of client requests and improving API responsi-
veness. The results of the evaluation of parsing time
efficiency further underscore the benefits of object
deduplication, as they demonstrate significant increases
of 75.78% (10 pages), 276.38% (50 pages), and an even

more exceptional 309.35% (100 pages). Comparative analysis
against HTTP compression validates the superiority of
object deduplication in parsing time efficiency, as it
consistently outperforms HTTP compression by 64.61%
(10 pages), 193.76% (50 pages), and 218.07% (100 pages).
While the throughput performance remains comparable,
minor differences in response time indicate nuanced
considerations between object deduplication and HTTP
compression based on specific performance requirements.
Overall, this research contributes empirical evidence of the
pivotal role played by object deduplication in optimizing
GraphQL APIs, thus substantiating its practical significance
and filling in critical research gaps.

The results of parsing time testing demonstrated that
Architecture 3 (object deduplication) outperformed the
other architectures in all three testing scenarios. This can
be attributed to its deduplication technique, which resulted
in a smaller data size for parsing. By contrast, Architecture
1 (no treatment) required the client to parse the entire
response data, leading to a considerably longer parsing
time. While Architecture 2 (HTTP compression) compressed
the data before sending it to the client, the parsing time in
that architecture was not significantly different from that
of Architecture 3 (object deduplication), indicating that
the need to decompress the data before parsing did not
have a major effect in Architecture 2. The results of the
performance evaluation indicated that Architecture 3
(object deduplication) offers significant benefits in each
of response time and parsing time compared to both
Architecture 1 (no treatment) and Architecture 2 (HTTP
compression). By deduplicating data on the server side,
Architecture 3 reduces the response size, which consequently
reduces the time required for processing and parsing. As
a result, it outperforms the other architectures, particularly
in scenarios where data deduplication can be applied
effectively.

IV. CONCLUSION

This research aimed to explore avenues for enhancing
GraphQL API performance by investigating three distinct

Table 4. Parsing time performance comparison

Model Comparison architecture model Page size
Parsing time (%)

Increase Decrease

Architecture 3 (object deduplication) Architecture 1 (no treatment) 10 75.78 0

50 276.38 0

100 309.35 0

Architecture 3 (object deduplication) Architecture 2 (HTTP compression) 10 64.61 0

50 193.76 0

100 218.07 0

Fig. 6. Parsing time testing results.
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architectural approaches: Architecture 1 (no treatment),
Architecture 2 (HTTP compression), and Architecture 3
(object deduplication). By evaluating key performance
metrics—including throughput, response size, response
time, and parsing time—across varying page sizes (10,
50, and 100 pages), this study provides valuable insights.
The findings underscore the significance of architectural
choices in influencing GraphQL API performance.
Among the architectures studied, Architecture 3 (object
deduplication) emerged as a standout performer, particularly
excelling in response time and parsing time. Leveraging
the benefits of object deduplication, it effectively mitigated
data redundancy, ultimately resulting in streamlined parsing
processes and quicker response times. Architecture 2
(HTTP compression) demonstrated competitive throughput
and response time metrics, although it incurred slightly
extended parsing times due to the need for data decompression
pre-parsing. Conversely, Architecture 1 (no treatment) yielded
the poorest results, particularly in terms of response time
and parsing time, which were attributed to its untreated
nature, leading to inflated data sizes and culminating in
slower responses as well as extended parsing times.

The study’s implications extend to future research
possibilities, including studies exploring combined architectural
techniques, analyses of diverse data structures and request
patterns, real-world scenario testing, and scalability
assessment. From a practical perspective, developers and
system architects can leverage these conclusions to make
informed decisions in attempting to optimize GraphQL
API performance. Through the judicious use of techniques
like object deduplication and HTTP compression, tailored
architectural choices, and comprehensive testing, GraphQL
APIs can be designed to deliver efficient responsiveness
and an enhanced user experience.
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